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## Equivalence relation over a type

Capture equivalence relations using a generalized algebraic data type (GADT):

```
data Equiv :: \star ->\star where
    Char :: Equiv Char
    IgnoreCase :: Equiv Char
    Unit :: Equiv ()
    Sum }\quad::\mathrm{ Equiv }\mp@subsup{\tau}{1}{}->\mathrm{ Equiv }\mp@subsup{\tau}{2}{}->\mathrm{ Equiv ( }\mp@subsup{\tau}{1}{}+\mp@subsup{\tau}{2}{}
    Pair \quad:: Equiv }\mp@subsup{\tau}{1}{}->\mathrm{ Equiv }\mp@subsup{\tau}{2}{}->\mathrm{ Equiv ( }\mp@subsup{\tau}{1}{}\times\mp@subsup{\tau}{2}{}
    List :: Equiv }\tau->\mathrm{ Equiv [ }\tau
    Bag :: Equiv }\tau->\mathrm{ Equiv [ }\tau
```

[q8) Set omitted.

## Overview

$$
\begin{aligned}
& \text { related }::(\text { Equiv } \tau) \rightarrow \tau \rightarrow \tau \rightarrow \text { Bool } \\
& \text { sort } \\
& \text { group } \\
& \text { gro }:(\text { Equiv } \tau) \rightarrow[\tau] \rightarrow[\tau] \\
& \text { Equiv } \tau) \rightarrow[(\tau, \nu)] \rightarrow[(\tau,[\nu])]
\end{aligned}
$$

## Are two elements related?

```
related :: (Equiv \tau) ->\tau 
related (Char) x y =x== y
related (IgnoreCase)x y = toUpper }x==\mathrm{ toUpper y
related (Unit) x y = True
related (Sum rer re) (Inl \mp@subsup{x}{1}{})(\mathrm{ Inl y y ) = related (r}\mp@subsup{r}{1}{})\mp@subsup{x}{1}{}\mp@subsup{y}{1}{}
related (Sum r r r r ) (Inl \mp@subsup{x}{1}{})(\mathrm{ Inr y y ) = False}
related (Sum r r r r ) (Inr x 2) (Inl y y ) = False
```



```
related (Pair r}\mp@subsup{r}{1}{}\mp@subsup{r}{2}{})\quad(\mp@subsup{x}{1}{},\mp@subsup{x}{2}{})\quad(\mp@subsup{y}{1}{},\mp@subsup{y}{2}{}
    =related (r
related (Bagr) xs ys
    = related (List r) (sort (r)xs) (sort (r) ys)
```

Uthe $B a g$ case are done via normalization.

## Generic sorting

```
sort :: (Equiv \tau) }->[\tau]->[\tau
sort (Char) xs = sortChar xs
sort (IgnoreCase) xs = sort(Char)[toUpper x | x\leftarrowxs]
sort (Unit) xs = xs
```



```
    # [\operatorname{Inr y}}\mp@subsup{y}{2}{}|\mp@subsup{y}{2}{}\leftarrow\operatorname{sort}(\mp@subsup{r}{2}{})[\mp@subsup{x}{2}{}|\operatorname{Inr}\mp@subsup{x}{2}{}\leftarrowxs]
sort (Pair rr r r ) xs = [(x, y2)|( (x, ys ) \leftarrow group (r r ) xs
    , y2}\leftarrow\operatorname{sort (r}\mp@subsup{r}{2}{})y\mp@subsup{s}{2}{}
sort (Bagr) xs = sort (Listr) [sort (r)x|x\leftarrowxs]
```


## Generic grouping

```
group :: (Equiv }\tau)->[(\tau,\nu)]->[(\tau,[\nu])
group (Char) }\quadxs=\mathrm{ groupChar xs
group (IgnoreCase) xs = group (Char)[(toUpper x,v)|(x,v)\leftarrowxs]
group (Unit) xs=make ((),[v|((),v)\leftarrowxs])
group (Sum r r r r ) xs
    =[(Inl y y,vs) | (y,vs)\leftarrow group (rr ) [( (x,v) | (Inl \mp@subsup{x}{1}{},v)\leftarrowxs]]
    # [(Inr y2,vs)|(\mp@subsup{y}{2}{},vs)\leftarrow\operatorname{group}(\mp@subsup{r}{2}{})[(\mp@subsup{x}{2}{},v)|(\operatorname{Inr}\mp@subsup{x}{2}{},v)\leftarrowxs]]
group (Pair r r r r ) xs
    = [((a, , a ) ,vs)
    | (a, ys)\leftarrow group (r r})[(\mp@subsup{a}{1}{},(\mp@subsup{a}{2}{},v))|((\mp@subsup{a}{1}{},\mp@subsup{a}{2}{}),v)\leftarrowxs
    , (a,vs)\leftarrowgroup (r2) ys]
group (Bagr) }\quadxs=\operatorname{group}(Listr)[(\operatorname{sort }(r)x,v)|(x,v)\leftarrowxs
```


## Generic grouping - continued

$$
\begin{aligned}
& \text { make }::(\tau,[\nu]) \rightarrow[(\tau,[\nu])] \\
& \text { make }(a,[])=[] \\
& \text { make }(a, x s)=[(a, x s)]
\end{aligned}
$$

## Dealing with arbitrary data types

The top-level structure of a list:

```
fromList::[\tau] }->()+\tau\times[\tau
fromList [] = Inl ()
fromList (x:xs)=\operatorname{Inr}(x,xs)
toList:: ()+\tau\times[\tau] }->[\tau
toList (Inl ()) = []
toList (Inr (x,xs)) = x:xs
```

An equivalence relation for the top-level structure:

```
list :: Equiv }\tau->\mathrm{ Equiv (() + < }\times[\tau]
list r = Sum Unit (Pair r (List r))
```

The missing piece for related:

$$
\text { related }(\text { List } r) \text { xs ys }=\text { related }(\text { list } r)(\text { fromList xs })(\text { fromList ys })
$$

